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# Огляд моделі даних Angular-додатку SportShop

Модель даних Angular-додатку SportShop створена для управління інформацією про товари, які представлені у спортивному інтернет-магазині, а також для обробки замовлень користувачів.

Клас Product забезпечує структуру для збереження інформації про товари, включаючи такі властивості як:

id – унікальний ідентифікатор продукту;

name – назва продукту;

category – категорія, до якої належить продукт;

description – опис продукту;

price – ціна продукту.

Клас розташовується у файлі product.model.ts в папці SportShop/src/app/model і виглядає наступним чином:

*export* class Product {

constructor(

public id?: number,

public name?: string,

public category?: string,

public description?: string,

public price?: number) { }

}

# Огляд фіктивного джерела даних у додатку

Фіктивне джерело даних (static data source) у додатку SportShop реалізує модель роботи з даними без необхідності з'єднання з реальним сервером. Це зручний інструмент для тестування і розробки функціональності додатку.

Клас StaticDataSource відповідає за симуляцію джерела даних для роботи з товарами та замовленнями. Він визначений як Angular-сервіс із використанням декоратора @Injectable().

Властивість **products** - Містить список продуктів у форматі масиву об'єктів класу Product. У прикладі визначено 15 об'єктів, поділених на три категорії.

Метод **getProducts** - Повертає всі продукти як об'єкт Observable<Product[]>, що спрощує їх асинхронне використання в додатку. Це відповідає підходу RxJS.

Метод **saveOrder** - Використовується для симуляції збереження замовлення. Він приймає об'єкт класу Order і повертає його через Observable<Order>. Для зручності тестування метод додає консольний лог з деталями замовлення.

/src/app/model/static.datasource.ts

*import* { Injectable } *from* "@angular/core";

*import* { Product } *from* "./product.model";

*import* { Observable, from } *from* "rxjs";

*import* { Order } *from* "./order.model";

@Injectable()

*export* class StaticDataSource {

private products: Product[] = [

new Product(1, "Product 1", "Category 1", "Product 1 (Category 1)", 100),

new Product(2, "Product 2", "Category 1", "Product 2 (Category 1)", 100),

new Product(3, "Product 3", "Category 1", "Product 3 (Category 1)", 100),

new Product(4, "Product 4", "Category 1", "Product 4 (Category 1)", 100),

new Product(5, "Product 5", "Category 1", "Product 5 (Category 1)", 100),

new Product(6, "Product 6", "Category 2", "Product 6 (Category 2)", 100),

new Product(7, "Product 7", "Category 2", "Product 7 (Category 2)", 100),

new Product(8, "Product 8", "Category 2", "Product 8 (Category 2)", 100),

new Product(9, "Product 9", "Category 2", "Product 9 (Category 2)", 100),

new Product(10, "Product 10", "Category 2", "Product 10 (Category 2)", 100),

new Product(11, "Product 11", "Category 3", "Product 11 (Category 3)", 100),

new Product(12, "Product 12", "Category 3", "Product 12 (Category 3)", 100),

new Product(13, "Product 13", "Category 3", "Product 13 (Category 3)", 100),

new Product(14, "Product 14", "Category 3", "Product 14 (Category 3)", 100),

new Product(15, "Product 15", "Category 3", "Product 15 (Category 3)", 100),

];

getProducts(): Observable<Product[]> {

*return* from([*this*.products]);

}

saveOrder(order: Order): Observable<Order> {

console.log(JSON.stringify(order));

*return* from([order]);

}

}

Клас ProductRepository є посередником між фіктивним джерелом даних StaticDataSource і компонентами додатку.

Властивість **products** - Зберігає масив продуктів, отриманих із StaticDataSource.

Властивість **categories** - Містить унікальні категорії продуктів. Список формується динамічно при завантаженні даних.

Метод **getProducts** - Фільтрує продукти за категоріями, якщо вона задана. Якщо параметр category не визначено, повертається весь список.

Метод **getProduct** - Знаходить продукт за унікальним id.

Метод **getCategories** - Повертає список категорій, попередньо відсортований.

src/app/model/product.repository.ts

*import* { Injectable } *from* "@angular/core";

*import* { Product } *from* "./product.model";

*import* { StaticDataSource } *from* "./static.datasource";

@Injectable()

*export* class ProductRepository {

private products: Product[] = [];

private categories: string[] = [];

constructor(private dataSource: StaticDataSource) {

dataSource.getProducts().subscribe(data => {

*this*.products = data;

*this*.categories = data.map(p => p.category ?? "(None)")

.filter((c, index, array) => array.indexOf(c) == index).sort();

});

}

getProducts(category?: string): Product[] {

*return* *this*.products

.filter(p => category == undefined || category == p.category);

}

getProduct(id: number): Product | undefined {

*return* *this*.products.find(p => p.id == id);

}

getCategories(): string[] {

*return* *this*.categories;

}

}

При ініціалізації репозиторію (ProductRepository) дані завантажуються з StaticDataSource. Категорії формуються з поля category кожного продукту, дублікати виключаються.

Усі методи ProductRepository взаємодіють із підготовленими масивами (products і categories), дозволяючи отримувати, фільтрувати та обробляти дані.

# Детальний огляд компонентів магазину та шаблонів

**1. Компонент ShopComponent**

Компонент ShopComponent реалізує основну функціональність відображення та фільтрації товарів, а також управління кошиком покупок у додатку SportShop.

*Фільтрація товарів за категоріями*

* Кнопки категорій формуються на основі списку, отриманого через метод getCategories класу ProductRepository.
* Кнопка Home скидає фільтр за категорією, відображаючи всі товари.

*Посторінкова пагінація (pagination)*

* Компонент дозволяє розділяти товари на сторінки відповідно до кількості товарів, зазначених у властивості productsPerPage.
* Метод get products виконує відбір товарів для відображення на поточній сторінці.

*Зміна кількості товарів на сторінку*

* Динамічне налаштування кількості товарів на сторінку реалізується методом changePageSize, який дозволяє вибір із заданого списку.

*Додавання товарів до кошика*

* Метод addProductToCart додає обраний товар у кошик і перенаправляє користувача на сторінку кошика.

**2. HTML-шаблон shop.component.html**

Шаблон компонента включає інтерфейс для вибору категорій, відображення товарів, налаштування пагінації та додавання товарів до кошика.

Основні секції шаблону:

1. Шапка сторінки Містить назву магазину та кнопку для переходу в кошик.
2. Меню категорій Відображає список доступних категорій. Обраній категорії додається клас active для візуальної індикації.
3. Список товарів Товари поточної категорії та сторінки відображаються у вигляді карток. Для кожного товару виводяться:
   * Назва
   * Ціна (форматована за допомогою currency пайпа)
   * Опис
   * Кнопка для додавання у кошик.
4. Налаштування пагінації
   * Кнопки переходу між сторінками формуються за допомогою директиви \*counter.
   * Доступна зміна кількості товарів, що відображаються на сторінці, через випадаючий список.

**3. Ключові аспекти реалізації**

Декларативний стиль програмування Шаблони компонента реалізують декларативну логіку Angular для:

* Формування списків за допомогою \*ngFor.
* Динамічного застосування стилів та класів.

RxJS та асинхронність - Дані з репозиторію продуктів завантажуються та обробляються асинхронно, що забезпечує ефективність роботи з фіктивним джерелом даних.

Модульність та повторне використання - Весь функціонал розподілений між класом ShopComponent і відповідними сервісами, що полегшує подальший розвиток додатку.

src/app/shop/shop.component.ts

*import* { Component } *from* "@angular/core";

*import* { Product } *from* "../model/product.model";

*import* { ProductRepository } *from* "../model/product.repository";

*import* { Cart } *from* "../model/cart.model";

*import* { Router } *from* "@angular/router";

@Component({

selector: "shop",

templateUrl: "./shop.component.html"

})

*export* class ShopComponent {

selectedCategory: string | undefined;

productsPerPage = 4;

selectedPage = 1;

constructor(private repository: ProductRepository,

private cart: Cart,

private router: Router) { }

get products(): Product[] {

let pageIndex = (*this*.selectedPage - 1) \* *this*.productsPerPage

*return* *this*.repository.getProducts(*this*.selectedCategory)

.slice(pageIndex, pageIndex + *this*.productsPerPage);

}

get categories(): string[] {

*return* *this*.repository.getCategories();

}

changeCategory(newCategory?: string) {

*this*.selectedCategory = newCategory;

}

changePage(newPage: number) {

*this*.selectedPage = newPage;

}

changePageSize(newSize: number) {

*this*.productsPerPage = Number(newSize);

*this*.changePage(1);

}

get pageCount(): number {

*return* Math.ceil(*this*.repository

.getProducts(*this*.selectedCategory).length /

*this*.productsPerPage)

}

addProductToCart(product: Product) {

*this*.cart.addLine(product);

*this*.router.navigateByUrl("/cart");

}

}

src/app/shop/shop.component.html

<div *class*="container-fluid">

<div *class*="row">

<div *class*="bg-dark text-white p-2">

<span *class*="navbar-brand ml-2">

SportShop

<cart-summary></cart-summary>

</span>

</div>

</div>

<div *class*="row text-white">

<div *class*="col-3 p-2">

<div *class*="d-grid gap-2">

<button *class*="btn btn-outline-primary"

*(click)*="changeCategory()">

Home

</button>

<button *\*ngFor*="let cat of categories"

*class*="btn btn-outline-primary"

*[class.active]*="cat == selectedCategory"

*(click)*="changeCategory(cat)">

{{cat}}

</button>

</div>

</div>

<div *class*="col-9 p-2 text-dark">

<div *\*ngFor*="let product of products" *class*="card m-1 p-1 bg-light ">

<h4>

{{product.name}}

<span *class*="badge rounded-pill bg-primary" *style*="float:right">

{{ product.price | currency:"USD":"symbol":"2.2-2" }}

</span>

</h4>

<div *class*="card-text bg-white p-1">

{{product.description}}

<button *class*="btn btn-success btn-sm float-end"

*(click)*="addProductToCart(product)">

Add To Cart

</button>

</div>

</div>

<div *class*="form-inline float-start mr-1">

<select *class*="form-control" *[value]*="productsPerPage"

*(change)*="changePageSize($any($event).target.value)">

<option *value*="3">3 per Page</option>

<option *value*="4">4 per Page</option>

<option *value*="6">6 per Page</option>

<option *value*="8">8 per Page</option>

</select>

</div>

<div *class*="btn-group float-end">

<button *\*counter*="let page of pageCount"

*(click)*="changePage(page)"

*class*="btn btn-outline-primary"

*[class.active]*="page == selectedPage">

{{page}}

</button>

</div>

</div>

</div>

</div>

# Огляд існуючих компонентів в додатку. Призначення, використання

Додаток SportShop включає низку Angular-компонентів, кожен із яких відповідає за окремий функціонал магазину. Ось перелік основних компонентів із описом їхнього призначення та використання.

**1. AppComponent**

**Призначення**: Кореневий компонент додатка. Використовується для організації маршрутизації та відображення основних підкомпонентів.

**Особливості**:

* Використовує директиву <router-outlet> для динамічного відображення компонентів відповідно до поточного маршруту.
* Завантажується як головний компонент додатка.

src/app/app.component.ts

*import* { Component } *from* '@angular/core';

@Component({

selector: 'app',

template: "<router-outlet></router-outlet>",

styleUrl: './app.component.css'

})

*export* class AppComponent {

title = 'SportShop';

}

**2. ShopComponent**

**Призначення**: Основний компонент магазину, який забезпечує користувачів можливістю переглядати товари, фільтрувати їх за категоріями, виконувати посторінкову пагінацію та додавати товари до кошика.

**Особливості**:

* Відображає список категорій і товарів.
* Реалізує посторінкову навігацію та керує розміром сторінки.
* Забезпечує інтерактивну взаємодію для вибору категорій і додавання товарів до кошика.

src/app/shop/shop.component.ts

*import* { Component } *from* "@angular/core";

*import* { Product } *from* "../model/product.model";

*import* { ProductRepository } *from* "../model/product.repository";

*import* { Cart } *from* "../model/cart.model";

*import* { Router } *from* "@angular/router";

@Component({

selector: "shop",

templateUrl: "./shop.component.html"

})

*export* class ShopComponent {

selectedCategory: string | undefined;

productsPerPage = 4;

selectedPage = 1;

constructor(private repository: ProductRepository,

private cart: Cart,

private router: Router) { }

get products(): Product[] {

let pageIndex = (*this*.selectedPage - 1) \* *this*.productsPerPage

*return* *this*.repository.getProducts(*this*.selectedCategory)

.slice(pageIndex, pageIndex + *this*.productsPerPage);

}

get categories(): string[] {

*return* *this*.repository.getCategories();

}

changeCategory(newCategory?: string) {

*this*.selectedCategory = newCategory;

}

changePage(newPage: number) {

*this*.selectedPage = newPage;

}

changePageSize(newSize: number) {

*this*.productsPerPage = Number(newSize);

*this*.changePage(1);

}

get pageCount(): number {

*return* Math.ceil(*this*.repository

.getProducts(*this*.selectedCategory).length /

*this*.productsPerPage)

}

addProductToCart(product: Product) {

*this*.cart.addLine(product);

*this*.router.navigateByUrl("/cart");

}

}

**3. CartSummaryComponent**

**Призначення**: Надає міні-огляд вмісту кошика, включаючи кількість доданих товарів і загальну вартість. Використовується, зокрема, у шапці магазину.

**Особливості**:

* Відображається як підкомпонент у межах інших компонентів (наприклад, у ShopComponent).

src/app/shop/cartSummary.component.ts

*import* { Component } *from* "@angular/core";

*import* { Cart } *from* "../model/cart.model";

@Component({

selector: "cart-summary",

templateUrl: "./cartSummary.component.html"

})

*export* class CartSummaryComponent {

constructor(public cart: Cart) { }

}

**4. CartDetailComponent**

**Призначення**: Надає повний огляд кошика покупок. Дозволяє користувачам переглядати вибрані товари, змінювати їх кількість і видаляти товари.

**Особливості**:

* Забезпечує користувачів деталізованим оглядом їхніх вибраних покупок перед оформленням замовлення.

src/app/shop/cartDetail.component.ts

*import* { Component } *from* "@angular/core";

*import* { Cart } *from* "../model/cart.model";

@Component({

templateUrl: "./cartDetail.component.html"

})

*export* class CartDetailComponent {

constructor(public cart: Cart) {}

}

**5. CheckoutComponent**

**Призначення**: Реалізує форму для оформлення замовлення. Дозволяє вводити дані користувача та надсилати замовлення до сервісу.

**Особливості**:

* Використовує Angular Forms для роботи з формою.
* Інтерактивно обробляє помилки вводу та перевіряє валідність форми.
* Надсилає дані замовлення через OrderRepository.
* Показує повідомлення після успішного відправлення замовлення.

src/app/shop/checkout.component.ts

*import* { Component } *from* "@angular/core";

*import* { NgForm } *from* "@angular/forms";

*import* { OrderRepository } *from* "../model/order.repository";

*import* { Order } *from* "../model/order.model";

@Component({

templateUrl: "./checkout.component.html",

styleUrls: ["checkout.component.css"]

})

*export* class CheckoutComponent {

orderSent: boolean = false;

submitted: boolean = false;

constructor(public repository: OrderRepository,

public order: Order) {}

submitOrder(form: NgForm) {

*this*.submitted = true;

*if* (form.valid) {

*this*.repository.saveOrder(*this*.order).subscribe(order => {

*this*.order.clear();

*this*.orderSent = true;

*this*.submitted = false;

});

}

}

}

**Загальні характеристики компонентів**

**Модульність і повторне використання**: Кожен компонент виконує чітко визначене завдання, що забезпечує легкість підтримки та розширення додатку.

**Зв'язок через сервіси**: Компоненти обмінюються даними за допомогою сервісів (ProductRepository, Cart, OrderRepository), дотримуючись принципу залежності через ін’єкцію.

**Використання маршрутизації**:

* Кореневий компонент (AppComponent) управляє відображенням компонентів на основі маршрутів.
* Інші компоненти, такі як ShopComponent, CartDetailComponent, і CheckoutComponent, відображаються залежно від маршруту.

**Фокус на UX**: Компоненти реалізують зручний інтерфейс для взаємодії з магазином (категорії, кошик, фільтрація, пагінація тощо).

**Використання компонентів**

**AppComponent**: кореневий компонент, що відповідає за завантаження підкомпонентів через маршрути.

**ShopComponent**: використовується для виводу товарів, роботи з категоріями й додавання у кошик.

**CartSummaryComponent**: міні-презентація кошика, відображається у шапці магазину.

**CartDetailComponent**: доступ до деталей кошика перед оформленням замовлення.

**CheckoutComponent**: форма оформлення замовлення для завершення покупки.

# Огляд існуючих сервісів в додатку. Призначення, використання

Додаток SportShop включає кілька сервісів, які забезпечують різноманітний функціонал, зокрема управління даними, взаємодію з API, логіку кошика і замовлень, а також маршрутизацію.

**1. Сервіс Cart**

**Призначення**: Відповідає за управління вмістом кошика користувача, включаючи додавання, видалення і зміну кількості товарів, а також обчислення підсумкових даних (кількість товарів, загальна ціна).

**Особливості:**

* Містить масив CartLine[], який представляє окремі лінії (товар + кількість).
* Обчислює загальну вартість (cartPrice) і загальну кількість товарів (itemCount).
* Методи:
  + addLine: додає товар до кошика (новий або змінює кількість існуючого).
  + updateQuantity: оновлює кількість товару.
  + removeLine: видаляє товар із кошика.
  + clear: очищає кошик.
  + recalculate: внутрішній метод для оновлення загальних підсумків.

**Використання:**

* Використовується в компонентах для роботи з кошиком, зокрема CartDetailComponent і CartSummaryComponent.

*import* { Injectable } *from* "@angular/core";

*import* { Product } *from* "./product.model";

@Injectable()

*export* class Cart {

public lines: CartLine[] = [];

public itemCount: number = 0;

public cartPrice: number = 0;

addLine(product: Product, quantity: number = 1) {

let line = *this*.lines.find(line => line.product.id == product.id);

*if* (line != undefined) {

line.quantity += quantity;

} *else* {

*this*.lines.push(new CartLine(product, quantity));

}

*this*.recalculate();

}

updateQuantity(product: Product, quantity: number) {

let line = *this*.lines.find(line => line.product.id == product.id);

*if* (line != undefined) {

line.quantity = Number(quantity);

}

*this*.recalculate();

}

removeLine(id: number) {

let index = *this*.lines.findIndex(line => line.product.id == id);

*this*.lines.splice(index, 1);

*this*.recalculate();

}

clear() {

*this*.lines = [];

*this*.itemCount = 0;

*this*.cartPrice = 0;

}

private recalculate() {

*this*.itemCount = 0;

*this*.cartPrice = 0;

*this*.lines.forEach(l => {

*this*.itemCount += l.quantity;

*this*.cartPrice += l.lineTotal;

})

}

}

*export* class CartLine {

constructor(public product: Product,

public quantity: number) {}

get lineTotal() {

*return* *this*.quantity \* (*this*.product.price ?? 0);

}

}

**2. Сервіс Order**

**Призначення:** Забезпечує модель і основну логіку для оформлення замовлення, пов’язану із введенням даних користувача і взаємодією із кошиком.

**Особливості:**

* Має властивості для збереження даних про доставку (name, address, city, тощо).
* Зберігає стан замовлення через властивість shipped.
* Методи:
  + clear: очищує дані про замовлення і одночасно очищує кошик.

**Використання:**

* Використовується у CheckoutComponent для керування процесом оформлення замовлення.

*import* { Injectable } *from* "@angular/core";

*import* { Cart } *from* "./cart.model";

@Injectable()

*export* class Order {

public id?: number;

public name?: string;

public address?: string;

public city?: string;

public state?: string;

public zip?: string;

public country?: string;

public shipped: boolean = false;

constructor(public cart: Cart) {}

clear() {

*this*.id = undefined;

*this*.name = *this*.address = *this*.city = undefined;

*this*.state = *this*.zip = *this*.country = undefined;

*this*.shipped = false;

*this*.cart.clear();

}

}

**3. Сервіс OrderRepository**

**Призначення**: Забезпечує взаємодію із джерелами даних для отримання і збереження замовлень.

**Особливості:**

* Зберігає локальну копію замовлень у масиві orders.
* Використовує сервіс StaticDataSource для збереження замовлень.
* Методи:
  + getOrders: повертає масив збережених замовлень.
  + saveOrder: надсилає нове замовлення в джерело даних.

**Використання:**

* Застосовується у CheckoutComponent для збереження замовлення під час оформлення покупки.

*import* { Injectable } *from* "@angular/core";

*import* { Observable } *from* "rxjs";

*import* { Order } *from* "./order.model";

*import* { StaticDataSource } *from* "./static.datasource";

@Injectable()

*export* class OrderRepository {

private orders: Order[] = [];

constructor(private dataSource: StaticDataSource) {}

getOrders(): Order[] {

*return* *this*.orders;

}

saveOrder(order: Order): Observable<Order> {

*return* *this*.dataSource.saveOrder(order);

}

}

**4. Сервіс StaticDataSource**

**Призначення:** Фіктивне джерело даних, яке імітує взаємодію з сервером. Використовується для тестування і розробки.

**Особливості:**

* Визначає статичний масив товарів (products).
* Методи:
  + getProducts: повертає масив продуктів як спостережуваний об'єкт Observable<Product[]>.
  + saveOrder: імітує збереження замовлення і повертає його як Observable<Order>.

**Використання:**

* Застосовується у ProductRepository і OrderRepository як джерело даних.

*import* { Injectable } *from* "@angular/core";

*import* { Product } *from* "./product.model";

*import* { Observable, from } *from* "rxjs";

*import* { Order } *from* "./order.model";

@Injectable()

*export* class StaticDataSource {

private products: Product[] = [

new Product(1, "Product 1", "Category 1", "Product 1 (Category 1)", 100),

new Product(2, "Product 2", "Category 1", "Product 2 (Category 1)", 100),

new Product(3, "Product 3", "Category 1", "Product 3 (Category 1)", 100),

new Product(4, "Product 4", "Category 1", "Product 4 (Category 1)", 100),

new Product(5, "Product 5", "Category 1", "Product 5 (Category 1)", 100),

new Product(6, "Product 6", "Category 2", "Product 6 (Category 2)", 100),

new Product(7, "Product 7", "Category 2", "Product 7 (Category 2)", 100),

new Product(8, "Product 8", "Category 2", "Product 8 (Category 2)", 100),

new Product(9, "Product 9", "Category 2", "Product 9 (Category 2)", 100),

new Product(10, "Product 10", "Category 2", "Product 10 (Category 2)", 100),

new Product(11, "Product 11", "Category 3", "Product 11 (Category 3)", 100),

new Product(12, "Product 12", "Category 3", "Product 12 (Category 3)", 100),

new Product(13, "Product 13", "Category 3", "Product 13 (Category 3)", 100),

new Product(14, "Product 14", "Category 3", "Product 14 (Category 3)", 100),

new Product(15, "Product 15", "Category 3", "Product 15 (Category 3)", 100),

];

getProducts(): Observable<Product[]> {

*return* from([*this*.products]);

}

saveOrder(order: Order): Observable<Order> {

console.log(JSON.stringify(order));

*return* from([order]);

}

}

**5. Сервіс RestDataSource**

**Призначення:** Реалізує взаємодію з RESTful API для отримання товарів і збереження замовлень.

**Особливості:**

* Визначає базову URL для роботи з API.
* Методи:
  + getProducts: отримує список товарів з API.
  + saveOrder: зберігає замовлення на сервері.

**Використання:**

* Може замінити StaticDataSource для роботи з реальним сервером під час розгортання додатка.

*import* { Injectable } *from* "@angular/core";

*import* { HttpClient } *from* "@angular/common/http";

*import* { Observable } *from* "rxjs";

*import* { Product } *from* "./product.model";

*import* { Order } *from* "./order.model";

const PROTOCOL = "http";

const PORT = 3500;

@Injectable()

*export* class RestDataSource {

baseUrl: string;

constructor(private http: HttpClient) {

*this*.baseUrl = `${PROTOCOL}://${location.hostname}:${PORT}/`;

}

getProducts(): Observable<Product[]> {

*return* *this*.http.get<Product[]>(*this*.baseUrl + "products");

}

saveOrder(order: Order): Observable<Order> {

*return* *this*.http.post<Order>(*this*.baseUrl + "orders", order);

}

}

**6. Сервіс ShopFirstGuard**

**Призначення:** Реалізує логіку маршрутизації, яка забезпечує, щоб перша навігація в додатку завжди вела до магазину.

**Особливості:**

* Відстежує першу навігацію за допомогою властивості firstNavigation.
* Метод canActivate: перенаправляє користувача на головну сторінку магазину, якщо перший маршрут в додатку відрізняється від ShopComponent.

**Використання:**

* Використовується як гвардія для маршруту, який веде до магазину.

*import* { Injectable } *from* "@angular/core";

*import* { ActivatedRouteSnapshot, RouterStateSnapshot, Router } *from* "@angular/router";

*import* { ShopComponent } *from* "./shop/shop.component";

@Injectable()

*export* class ShopFirstGuard {

private firstNavigation = true;

constructor(private router: Router) { }

canActivate(route: ActivatedRouteSnapshot, state: RouterStateSnapshot): boolean {

*if* (*this*.firstNavigation) {

*this*.firstNavigation = false;

*if* (route.component != ShopComponent) {

*this*.router.navigateByUrl("/");

*return* false;

}

}

*return* true;

}

}

# Огляд існуючих директив в додатку. Призначення, використання

В додатку використовується директива **CounterDirective**, яка забезпечує динамічне рендеринг шаблонів на основі числового значення.

**Призначення** Директива створює визначену кількість вбудованих представлень (елементів DOM) на основі числового значення, переданого їй через властивість counterOf.

**Особливості**

1. **Декоратор @Directive:** Директива визначена за допомогою декоратора Angular @Directive, що забезпечує її інтеграцію в DOM через селектор [counterOf].
2. **Властивості:**
   * @Input("counterOf") counter: числове значення, яке визначає кількість елементів, що будуть створені.
   * container (типу ViewContainerRef): контейнер, у який будуть додаватися вбудовані представлення.
   * template (типу TemplateRef<Object>): шаблон, який створюватиме нові представлення.
3. **Методи:**
   * ngOnChanges: Викликається щоразу при зміні значення вхідної властивості counterOf. Директива:
     + Очищує контейнер від попередніх представлень (this.container.clear()).
     + Циклічно додає нові представлення у контейнер із переданим контекстом (CounterDirectiveContext).
4. **Контекст шаблону:**
   * Додає контекст CounterDirectiveContext, який доступний у шаблоні через змінну $implicit.

**Використання**

1. **Шаблонний синтаксис:**

<div \*counterOf="5; let idx">

Item {{ idx }}

</div>

1. **Результат рендерингу:**

У контейнер буде динамічно додано 5 елементів div з відповідними індексами (1, 2, 3, 4, 5).

1. **Логіка:**

* Коли вказується counterOf="5", метод ngOnChanges викликається з новим значенням.
* Контейнер очищується.
* У шаблон послідовно створюються нові представлення, де індекс (починаючи з 1) доступний через $implicit.

**Переваги та можливості**

1. **Динамічний контент:** Директива дозволяє динамічно створювати вміст у залежності від вхідного числа.
2. **Повторення шаблонів:** Простий і декларативний спосіб рендерингу набору однакових елементів.
3. **Контекст індексу:** Значення $implicit (змінна контексту) дозволяє використовувати поточний індекс елементів, що особливо корисно для нумерації або прив’язки даних.

**Типові сценарії використання**

1. **Генерація списків:** Використовується для створення повторюваних блоків в шаблоні на основі заданої кількості.
2. **Робота із статичною кількістю елементів:** Може замінити використання статичного масиву з директивою \*ngFor в певних випадках, спрощуючи структуру коду.
3. **Гнучке управління рендерингом:** Універсальний підхід для створення динамічного UI залежно від числового значення (наприклад, кількість кроків форми, кількість показаних результатів тощо).

src/app/shop/counter.directive.ts

*import* { Directive, ViewContainerRef, TemplateRef, Input, SimpleChanges} *from* "@angular/core";

@Directive({

selector: "[counterOf]"

})

*export* class CounterDirective {

constructor(private container: ViewContainerRef,

private template: TemplateRef<Object>) {}

@Input("counterOf")

counter: number = 0;

ngOnChanges(changes: SimpleChanges) {

*this*.container.clear();

*for* (let i = 0; i < *this*.counter; i++) {

*this*.container.createEmbeddedView(*this*.template,

new CounterDirectiveContext(i + 1));

}

}

}

class CounterDirectiveContext {

constructor(public $implicit: any) { }

}

# ВИСНОВКИ

У ході виконання лабораторної роботи було створено проект «SportShop», який включає основні структурні блоки для розробки інтерфейсу онлайн-магазину. У рамках виконання лабораторної роботи було здобуто практичні навички з розробки на Angular, інтеграції REST API, роботи з
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